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**Цель занятия:** изучить алгоритм Краскала построения покрывающего леса, научиться использовать его при решении различных задач.

**Задания**

1. Реализовать алгоритм Краскала построения покрывающего леса.

2. Используя алгоритм Краскала, разработать и реализовать алгоритм решения задачи.

3. Подобрать тестовые данные. Результат представить в виде диаграммы графа.

**Вариант №9**

Найти максимальное множество ребер, исключение которых из связного графа разбивает его на две связные компоненты.

**Выполнение**

#include <stdio.h>  
#include <stdlib.h>  
#include <malloc.h>  
#include <ctype.h>  
  
//вывод массива a размера n  
void display\_array(int \*a, int n) {  
 for (int i = 0; i < n; i++)  
 printf("%d ", a[i]+1);  
 printf("\n");  
}  
  
void display\_matrix(int \*\*a, int n) {  
 for (int i = 0; i < n; i++) {  
 for (int j = 0; j < n; j++)  
 printf("%d ", a[i][j]);  
 printf("\n");  
 }  
 printf("\n");  
}  
  
int \*\*init\_matrix(int n){  
 int \*\*matrix = (int\*\*)calloc(n, sizeof(int\*));//создаем тестовую матрицу  
 for (int i = 0; i < n; i++)  
 matrix[i] = (int\*)calloc(n, sizeof(int));  
 return matrix;  
}  
  
//алгоритм Краскала  
int\*\* kraskal\_algorithm(int \*\*graph, int n) {  
 int \*flower = (int\*)malloc(sizeof(int)\*n);  
 int \*\*forest = init\_matrix(n);  
 for (int j = 0; j < n; j++)  
 flower[j] = j;  
 for (int i = 0; i < n; i++)  
 for (int j = i; j < n; j++)  
 if (graph[i][j] == 1 )  
 if (flower[i] != flower[j]) {  
 forest[i][j] = 1;  
 forest[j][i] = 1;  
 for (int k = 0; k < n; k++)  
 if(flower[k] == flower[j])  
 flower[k] = flower[i];  
 }  
 printf("Flowers: ");  
 display\_array(flower, n);  
 printf("Forest:\n");  
 display\_matrix(forest, n);  
 free(flower);  
 return forest;  
}  
  
//обнуление массива a размера n  
void zeros\_array(int \*a, int n) {  
 for (int i = 0; i < n; i++)  
 a[i] = 0;  
}  
  
//освобождение памяти  
void free\_matrix(int\*\* matrix, int n){  
 for (int i = 0; i < n; i++)  
 free(matrix[i]);  
 free(matrix);  
}  
  
int min(int a, int b){  
 if (a < b) return a;  
 else return b;  
}  
  
// Массив visited используется для отмечания уже пройденных вершин.  
// Для решения задачи будем также использовать два дополнительных массива timer\_in и timer\_up, храняшие глубину спуска.  
// Чтобы определить, является ли прямое ребро v→to мостом, мы можем воспользоваться следующим критерием:  
// глубина timer\_in[v] вершины v меньше, чем минимальная глубина всех вершин,  
// соединенных обратным ребром с какой-либо вершиной из поддерева to.  
// Если условие (timer\_up[v] < timer\_in[to]) не выполняется, то существует какой-то путь из to в какого-то предка v или саму v,  
// не использующий ребро (v,to), а в противном случае — наоборот.  
void recursion\_part\_for\_finding\_bridges(int \*\*graph, int \*\*bridges, int n, int \*visited, int \*timer\_in, int \*timer\_up, int v, int p){  
 static int timer;  
 visited[v] = 1;  
 timer\_in[v] = timer\_up[v] = timer++;  
 for (int to = 0; to < n; to++){  
 if(graph[v][to] == 1){  
 if (to == p)  
 continue;  
 if (visited[to])  
 timer\_up[v] = min(timer\_up[v], timer\_in[to]);  
 else{  
 recursion\_part\_for\_finding\_bridges(graph, bridges, n, visited, timer\_in, timer\_up, to, v);  
 timer\_up[v] = min(timer\_up[v], timer\_in[to]);  
 if (timer\_up[to] > timer\_in[v]) {  
 bridges[v][to] = 1;  
 bridges[to][v] = 1;  
 printf("Bridge: (%d, %d)\n", v + 1, to + 1);  
 }  
 }  
 }  
 }  
}  
  
int\*\* taryans\_algorithm\_for\_finding\_bridges(int \*\*graph, int n){  
 int timer\_in[n], timer\_up[n];  
 int visited[n];  
 int \*\*bridges = init\_matrix(n);  
 for(int i = 0; i < n; ++i)  
 visited[i] = 0;  
 for(int i = 0; i < n; ++i)  
 if(!visited[i])  
 recursion\_part\_for\_finding\_bridges(graph, bridges, n, visited, timer\_in, timer\_up, i, -1);  
 return bridges;  
}  
  
// Обход в глубину  
void dfs(int\*\* graph, int\* visited, int v, int n){  
 if(visited[v])  
 return;  
 visited[v] = 1;  
 for(int i = 0; i < n; i++)  
 if(graph[v][i])  
 dfs(graph, visited, i, n);  
}  
  
// Является ли граф связным  
int is\_graph\_connect(int \*\* graph, int n) {  
 int \*visited = (int\*)malloc(sizeof(int)\*n);  
 zeros\_array(visited, n);  
 dfs(graph, visited, 0, n);  
 for(int i = 0; i < n; i++)  
 if(!visited[i]) {  
 free(visited);  
 return 0;  
 }  
 free(visited);  
 return 1;  
}  
  
int \*\*copy\_matrix(int\*\* matrix, int n){  
 int \*\*new\_matrix = init\_matrix(n);  
 for (int i = 0; i < n; i++)  
 for (int j = 0; j < n; j++)  
 new\_matrix[i][j] = matrix[i][j];  
 return new\_matrix;  
}  
  
// По одному удаляет ребра deleted\_edges из графа, до тех пор, пока тот не перестанет быть связным  
// возвращает граф с двумя связными компонентами  
int\*\* split\_graph\_to\_two\_connected\_components(int \*\*graph, int \*\*deleted\_edges, int n){  
 int \*\*forest\_with\_two\_components = copy\_matrix(graph, n);  
 for (int i = 0; i < n; i++)  
 for (int j = 0; j < n; j++)  
 if(graph[i][j] == 1 && deleted\_edges[i][j] == 1){  
 forest\_with\_two\_components[i][j] = 0;  
 forest\_with\_two\_components[j][i] = 0;  
 if(!is\_graph\_connect(forest\_with\_two\_components, n))  
 return forest\_with\_two\_components;  
 }  
 return forest\_with\_two\_components;  
}  
  
void show\_graph\_difference(int\*\* graph\_1, int\*\* graph\_2, int n){  
 for (int i = 0; i < n; i++)  
 for (int j = i; j < n; j++)  
 if(graph\_1[i][j] != graph\_2[i][j])  
 printf("Pair (%d, %d)\n", i+1, j+1);  
}  
  
int main() {  
 int n = 6;  
 int \*\*graph = init\_matrix(n);  
// input\_matrix(graph, n);  
 graph[0][0] = 0; graph[0][1] = 1; graph[0][2] = 0; graph[0][3] = 0; graph[0][4] = 1; graph[0][5] = 0;  
 graph[1][0] = 1; graph[1][1] = 0; graph[1][2] = 1; graph[1][3] = 1; graph[1][4] = 0; graph[1][5] = 1;  
 graph[2][0] = 0; graph[2][1] = 1; graph[2][2] = 0; graph[2][3] = 0; graph[2][4] = 1; graph[2][5] = 0;  
 graph[3][0] = 0; graph[3][1] = 1; graph[3][2] = 0; graph[3][3] = 0; graph[3][4] = 1; graph[3][5] = 0;  
 graph[4][0] = 1; graph[4][1] = 0; graph[4][2] = 1; graph[4][3] = 1; graph[4][4] = 0; graph[4][5] = 1;  
 graph[5][0] = 0; graph[5][1] = 1; graph[5][2] = 0; graph[5][3] = 0; graph[5][4] = 1; graph[5][5] = 0;  
  
 printf("Started matrix:\n");  
 display\_matrix(graph, n);  
  
 if(is\_graph\_connect(graph, n)) {  
 int \*\*forest = kraskal\_algorithm(graph, n);  
 int \*\*bridges = taryans\_algorithm\_for\_finding\_bridges(graph, n);  
 bridges = split\_graph\_to\_two\_connected\_components(forest, bridges, n);  
 printf("\nMaximum set for split into two connected components:\n");  
 show\_graph\_difference(graph, bridges, n);  
 free\_matrix(forest, n);  
 free\_matrix(bridges, n);  
 }else  
 printf("Graph is not connected!");  
 free\_matrix(graph, n);  
 return 0;  
}
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Автоматически созданное описание](data:image/png;base64,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)

**Вывод:** на этой лабораторной работе я изучил алгоритм Краскала построения покрывающего леса, научился использовать его при решении различных задач.